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Abstract—When teaching object oriented programming, educators rely heavily on textbook examples. However, research shows that such examples are often of insufficient quality regarding their object-oriented characteristics. In this paper, we present a number of guidelines for designing or improving object oriented example programs for novices. Using actual textbook examples, we show how the guidelines can help in assessing and improving the quality of object oriented example programs.
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I. INTRODUCTION

EXAMPLE programs are a key resource for the teaching or learning of programming [1], [2]. It has been argued that object orientation is a "natural" way of thinking and therefore well suited for problem solving using program development. However, several studies question this claim [3]. Novices, for example, have more problems understanding a delegation-based control style, which is central to object-orientation, than a centralized one. This adds to the difficulties of teaching object orientation.

We have little scientific theory or evidence guiding us in how to introduce object orientation. However, there should be no doubt that we need to strive for examples that emphasize the general characteristics of object orientation. Research shows, though, that the overall quality of object oriented example programs in introductory textbooks is insufficient [4], [5]. The quality of common example programs, like the famous “HelloWorld” program, have been critically discussed for a long time [6] and there have been ongoing debates on the object-orientedness of these and similar examples [7]–[9]. However, all of these discussions have focused on superficial technicalities, rather than the inherent object oriented qualities (and suitability) of the examples.

In this paper, we present quality guidelines for object oriented example programs for novices that have been derived from key object oriented concepts and design principles [10]. We then show how these guidelines can be used to assess and improve typical examples from introductory programming texts. The reader should note that programming is not an exact science and there are varying opinions on and perceptions of quality. Improving an example is always easier than developing it in the first place. This paper suggests a critical attitude towards the object oriented quality of example programs. If we want students to write quality code, we have to give them “good” examples and insist on commonly agreed object oriented principles, guidelines, and rules even in small scale examples for novices.

II. RELATED WORK

Textbooks are a major source for example programs and also work as a reference for how to solve specific problems.

Becker [11] reviewed 16 introductory object oriented programming texts and analyzed how objects and classes are introduced, how I/O is handled, and how they support software engineering concepts. His results show that it is difficult to find a text that meets every need, but that there are books that do a good job.

McConnell and Burhans [12] have examined the coverage of basic concepts in programming textbooks over time and observed a shift in the amount of coverage of various topics with each new programming paradigm. With object orientation they observe a decrease in the treatment of subprograms but also a decrease in basic programming constructs.

De Raadt et al. [13] examined 49 textbooks used in Australia and New Zealand and found quite poor compliance with the ACM/IEEE curriculum guidelines. One explanation they offered for the poor compliance was that many texts are more focused on the syntactical details of a programming language than on conveying a more holistic view of programming as a problem solving tool.

In a multi-national study Lister et al. [14] concluded that few students are able to articulate the intent of code when asked to “think out loud” while taking a multiple-choice questionnaire.

Research also revealed that students hold a range of misconceptions about object orientation. Ragonis and Ben Ari [15] identified seven such misconceptions about program flow in object oriented programs. The same authors also present a comprehensive list of frequently observed difficulties and misconceptions of novices along with probable sources of these problems [16].

Holland et al. [17] discuss misconceptions concerning the concept of an object. They present a number of misconceptions that might relate to particular features of example programs and suggest guidelines for example construction to avoid these problems. Fleury [18] identifies a number of student constructed rules, where students generalize from valid models in erroneous ways.

Börstler et al. [4], [19] developed a checklist for evaluating the quality of object oriented examples for novices. Their checklist covers three aspects of example quality: technical quality, object-oriented quality, and didactic quality. Object oriented quality is captured by the following five quality factors: Reasonable Abstractions (O1), Reasonable State and Behaviour (O2), Reasonable Class Relationships (O3), Exemplary OO code (O4), Promotes “Object Thinking” (O5).
Results of a large scale study shows that the object oriented quality of example programs in common introductory text books is low [4], [5].

III. Educational Heuristics for OO Examples

Based on key concepts found in literature, and on key object oriented design principles used by the software developing community, a number of educational heuristics were developed and described in [10]. The intention of these heuristics is to support the design of exemplary examples, with respect to the characteristics of object orientation, and at the same time conceptually addressing the particular needs of novices. Based on the experiences with the design, evaluation, and use of an evaluation tool for object oriented examples for novices [4], [5], [19], further fine-tuning of these heuristics have resulted in five Eduristics.

The Eduristics are targeted towards general design characteristics, which means that more detailed practices, like keeping all attributes private, are not stated explicitly. Furthermore, they are designed to be independent of a particular pedagogic approach (objects first/late, order of concepts, ...), language, or environment.

In short, the Eduristics can be summarized as follows:

1) Model Reasonable Abstractions
   - Abstractions must be meaningful from a software perspective, but also plausible from a novice’s point of view.
   - Do not put the entire application into main and isolate it from other application classes.
   - No God classes [20].

2) Model Reasonable Behaviour
   - Show objects changing state and behaviour depending on state.
   - Do not confuse the model with the modelled.
   - No classes with just setters/getters (“containers”).
   - No code snippets.
   - No printing for tracing; use toString to communicate textual representations.

3) Emphasize Client View
   - Promote thinking in terms of services that are required from explicit clients.
   - Separate the internal representation from the external functionality.

4) Promote Composition
   - Emphasize the idea of collaborating objects; use non-trivial attributes to emphasise the distribution of responsibilities.
   - Do not use inheritance to model roles [21].
   - Inheritance should separate behaviour and demonstrate polymorphism.

5) Use Exemplary Objects Only
   - Promote “object thinking”, i.e. objects are autonomous entities with clearly defined responsibilities.
   - Instantiate multiple objects of at least one class.
   - Do not model “one-of-a-kind” objects.

   - Make all objects/classes explicit: avoid anonymous classes and explain where objects that are not instantiated explicitly come from.
   - Make all relationships explicit: avoid message chains. Objects should only communicate with objects they know explicitly (Law of Demeter [22]).
   - Avoid shortcuts.

Using exemplary objects in particular means to support students in their generalizing from concrete examples to general properties. Emphasising improper role models might lead to erroneous generalisations or misconceptions. Many introductory (Java) textbooks use classes like String or Math to introduce the concepts of object and class. However, neither of them is a good role-model of a class. String-objects are immutable and can therefore not be shared, which means that they do not behave like “proper” objects. Math is just a container for methods and cannot even be instantiated.

We are well aware that real software features more non-exemplary than exemplary objects (see for example [2]), but from a teaching and learning point of view initial examples need to be prototypical for a concept [2], [7].

Our five Eduristics correspond well with the object oriented quality factors of the evaluation tool used in [4], [5]. We therefore argue that they help to increase the object oriented quality of examples for novices.

IV. A Closer Look at Examples

An important category of examples is the first user defined class (FUDC). For a novice, this example sets the stage for a typical class and must therefore be carefully chosen. Defining a small, simple, and easy to understand example, that exhibits high object oriented quality is a challenging task, in particular since novices only have a very small repertoire of concepts and syntactical constructs. As part of a larger study, a number of FUDCs from common introductory textbooks were evaluated and analysed in [4], [5]. The results of this analysis are discouraging; many examples score low in particular regarding their object oriented quality.

In the following sub-section, we use the Eduristics to examine a typical FUDC-example. This is followed by a more general discussion on common deficiencies in FUDCs. Alternative designs are proposed and finally we suggest a number of suitable abstractions to use in examples with appropriate contexts.

A. The BMI-example

Fig. 1 shows an example of a FUDC from a common textbook [24, chpt. 10].

The class is modeling Body Mass Index\(^1\) objects. The class is presented as an attempt to make a previously introduced static method (see below) for calculating the BMI reusable.

\(^{1}\)Body Mass Index (BMI) is a number calculated from a person’s weight and height. For adults 20 years old and older, BMI is interpreted using standard weight status categories that are the same for all ages and for both men and women. For children and teens, on the other hand, the interpretation of BMI is both age- and sex-specific” http://www.cdc.gov/healthyweight/assessing/bmi/adult_bmi/index.html
Fig. 1. UML class diagram for BMI.

```java
public static double getBMI()
    double weight, double height;

The example text argues that if there is a need to associate
the weight and height with a person’s name and birth date,
the ideal way to couple them, would be to create an object
that holds them all. According to the text, this example
demonstrates the advantages of the object-oriented paradigm
over the procedural paradigm. Using our Eduristics, we would
evaluate the object oriented qualities of this example in the
following way:

1) **Model Reasonable Abstractions**: Abstraction is a mech-
anism to cope with complexity. A good abstraction
focusses on the essential properties of a phenomenon
while ignoring irrelevant details. BMI is basically a
value or value/weight status pair and the BMI-class could
be said to focus on these essential properties. However,
it is difficult to understand why name and age should
be properties (state) of a BMI-object. In the present
case, the attributes name and age are never even used,
although BMI’s for children and adults are calculated
differently. It is therefore unclear what BMI is actually
modelling.

2) **Model Reasonable Behaviour**: The BMI-class is just a
“wrapper” for some immutable values set on instantiation.
The state of an BMI-object never changes, although
it would seem reasonable that at least age and weight
should be mutable. Nevertheless, the BMI-value and its
corresponding status are recalculated for every call of
the methods `getBMI()` and `getStatus()`. This is
highly unreasonable behaviour, not only from the class’
interface point of view, but also from an implementation
point of view.

3) **Emphasize Client View**: BMI-objects do not offer any
significant services. The only thing clients can do is to
group a set of immutable values and ask BMI-objects
for “their own values”:
```
BMI bmi = new BMI(...);
double bmiValue = bmi.getBMI();
String bmiStatus = bmi.getStatus();
```
Martin argues that a model can only be meaningfully
validated in terms of its clients [27]. In the BMI case it
is, however, difficult to imagine a client.

4) **Use Exemplary Objects Only**: BMI-objects do neither
have mutable state nor meaningful behaviour. Although
the accompanying test program instantiates two BMI-
objects that does not help much to emphasise the differ-
ence between objects and classes, since the only thing
done with the objects is to get their BMI-values and print
them to `System.out`. The example does not promote
object thinking; the objects are no autonomous entities
with clearly defined responsibilities.

This example also illustrates the importance of naming.
Judging from the attributes of the BMI-class, it seems more
adequate to name this class something like `PersonalData`,
which is responsible for keeping track of the weight-history
for an individual. Then calculating the BMI would be a smaller
task to be performed for some supplied service. However,
naming is also dependent on the context. The name of a class
must adequately describe a phenomenon from the problem
domain’s point of view. The name should also give proper
associations of what to expect from objects of this type.

**B. Common example deficiencies**

Simple “structures”, like `Clock`, `Card`, `GradeBook` etc.
are commonly used as early examples in introductory pro-
gramming textbooks. They are characterised by a number
of attributes of basic types and `String`, and methods to set
and get those attributes individually. See Fig. 2 for typical
designs, taken almost straight out of common introductory
Java textbooks. Formally, all examples in Fig. 2 follow the
fundamental notion of a class as encapsulating data and
methods that operate on that data. However, we would argue
that a method does not really operate on the data, if the only
thing it does is to assign or retrieve the value of an instance
variable.

![Fig. 2. UML class diagram for common container classes.](image-url)
a step further and shows non-trivial collaboration between objects without making the example overly complex.

The Card-class could be a central class of some card game, but this would require substantial extensions, both in size and complexity. One would at least need classes for rank and suit to complete the actual card abstraction (see [26] for an excellent discussion on when to make a type). Furthermore, additional classes for deck and hand objects might be needed to do something meaningful with Card-objects.

A GradeBook-object basically is a container for student-grade pairs. Reasonable behaviour could for example be added by methods for the calculation of average scores etc. However, it would still basically be a container, but now with a “bloated” interface/protocol that violates the Single Responsibility Principle [27].

C. Alternative clock-designs

To use the idea of a clock, and still make it an exemplary example, we have found two appealing designs. The first example is the timer, or the stopwatch, see Fig. 3.

![StopWatch Class Diagram](image)

Fig. 3. Class diagram for StopWatch [28].

In this design, the actual representation of time is delegated to a system supplied service. The state is easy to understand, either the timer is running, or not. Time is not updated continuously by the object, but calculated when needed (method read). The possibilities to accumulate time, and to reset the timer provides clients with the typical features one would expect from a timer or stop watch. This makes StopWatch an intuitive and useful abstraction with reasonable behaviour.

Another example of a simple and elegant design, is the ClockDisplay-example, shown in Fig. 4.

![ClockDisplay and NumberDisplay Class Diagram](image)

Fig. 4. Class diagram for ClockDisplay and NumberDisplay [29].

This example even illustrates collaborating objects, without adding much to the overall complexity of the example. Using instance variables of class-type early on makes it easier for novices to understand that instance variables don’t need to be of basic types. Although this is a common novice misconception [17], we found that early examples almost exclusively feature instance variables of basic types.

D. Further Examples

In this section we give a short list of suggestions for suitable early examples.

- **Die**: A simple, intuitive abstraction that can be easily placed in meaningful contexts and it is easy to imagine applications using several Die-objects. Rolling a die is a meaningful non-trivial behaviour. Die-objects could even be instantiated with different numbers of faces to illustrate that quite different objects can be instantiated.
- **BankAccount**: Can be a very good example, if used with care. A bank account is a simple and intuitive abstraction and bank account-objects have simple but non-trivial behaviour. It is also fairly easy to imagine meaningful contexts and clients. However, educators must be aware that specialization of bank accounts are localized phenomena and students might have a hard time to figure out the meanings of checking and saving accounts.
- **ClickCounter**: A very simple abstraction modelling a manual counter that increases a value on every click. Has many features in common with the StopWatch shown in Fig. 3, but is even simpler.
- **TrafficLight**: Slightly more complicated abstraction that illustrates state dependent behaviour.

Further suitable examples can be derived from situations where we—in our convenience—usually just use variables of some base type. For example to model monetary values, it is very common to use just a variable of floating point type. However, money arithmetic works slightly different than floating point arithmetic. Furthermore, things will become complicated in case one needs to handle different currencies. Fowler [26] presents an interesting discussion on this subject and recommends to define a type (class) whenever some entity needs special behaviour in its operations that a primitive type does not have.

V. Conclusion

The object oriented quality of examples for novices is often insufficient. To prevent students from making premature erroneous generalisations, we find it important to always be faithful to the object-oriented paradigm. Since students will use examples as role models, they must not contradict the concepts and rules we intend them to pick up. In this paper we have described how the design of examples can be enhanced by the use of educational heuristics. Small details can often make a big differences when it comes to object oriented quality. When dealing with examples for novices, it is important to respect that every example serves two purposes. On one hand it demonstrates a particular concept or feature of the paradigm or the language. On the other hand it is a stepping stone in conveying the general idea of the paradigm, and this must be given appropriate attention.

An important ingredient of an example is its context. A good abstraction focuses on the essential characteristics of some object from a particular point of view [27], [30]. Without this point of view, it can be difficult to make sense of an abstraction. The context, or cover story [4], provides meaning and motivation and supports novices in understanding of the
source code: What problem is being addressed and what is the reason for this particular solution?
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